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Abstract A quick introduction to Clean Architecture and its usage outside an 
application without strong business logic but has to communicate to multiple 
data providers. 

Resumo Uma breve introdução ao "Clean Architecture" e seu uso fora do 
contexto de uma aplicação sem regras de negócios fortes, porém tem que se 
comunicar com vários provedores de dados. 

1. Introduction 
When we are building something most of the time we want it to have a strong basis, a 
good architecture, a good maintainability, a good readability. In software development 
this  is not different, everyone wants to achieve those goals and they have many ways to 
do it. That is how all software design patterns and good practices of software development 
were born. 

One of the most important things to decide when we are building a system is its 
architecture, because it will define how we separate and organize our code (e.g. context, 
responsibility), and how it directly effects system maintainability. 

2. Materials and Methods 
Over the years the way software is developed has changed as computing and business 
problems grow. To deal with these problems there is an area called “software architectural 
patterns” which tries to achieve the perfect separation inside software project. 

In the end, everything is about how we can organize our code to make it more 
understandable, maintainable and team friendly. These goals mean cost reduction for the 
companies because the software engineer will fix the problems and implement new 
features more easily with less time. 

Nowadays, there are many software architectural patterns, each with its own specificities 
and history, but one thing is common among of them, they try to separate the business 
logic from the everything else. The “Clean Architecture” proposed by Robert C. Martin 
is one of them. 
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Figure 1. The “Clean Architecture” schema proposed by Robert C. Martin 

Below an important quote concerning circles: 

“...the circles are schematic. You may find that you need more than just these four. 
There’s no rule that says you must always have just these four. However, The 
Dependency Rule always applies...” Martin (2012) 

It reflects that we have to be pragmatic while applying the proposed architecture which 
is not the final one. We can adapt the architecture to our problems, we just must keep the 
principles of it. 

Before Robert C. Martin introduces the concepts of his architecture, he presents other 
architectures as cited below: 

 
Though these architectures all vary somewhat in their details, they are very 
similar. They all have the same objective, which is the separation of concerns. 
They all achieve this separation by dividing the software into layers. Each has 
at least one layer for business rules, and another for interfaces. (MARTIN, 
2012). 

The business logic/rules have their own layer in all the architectures because all of them 
consider the business logic the most important element in a system, however, these 
architectures are not indicated for systems with poor/weak business logic (e.g. Create 
Read Update Delete (CRUD) systems) because it will just add unnecessary complexity 
to the system. 
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2.1. Dependency Rule 

According to Martin (2012), “The concentric circles represent different areas of software. 
In general, the further in you go, the higher level the software becomes. The outer circles 
are mechanisms. The inner circles are policies.”  

The dependency rule informs how each layer will relate with each other, the arrows in 
Figure 1 show the relations, an inner circle cannot access an outer circle. 
The outer circle must pass the most convenient data format to the inner circle, nothing 
from the outer circle can influence the inner circle. 

2.2. Circles 

Each circle in the schema expresses its responsibility, maybe it’s one of the most 
important aspects to follow because it is defining the boundaries between the circles. 

2.2.1. Entities 

Martin, 2012 describes how entities function. 

 
Entities encapsulate Enterprise wide business rules. An entity can be an object 
with methods, or it can be a set of data structures and functions. It doesn’t 
matter so long as the entities could be used by many different applications in 
the enterprise. 
If you don’t have an enterprise, and are just writing a single application, then 
these entities are the business objects of the application. They encapsulate the 
most general and high-level rules. They are the least likely to change when 
something external changes. For example, you would not expect these objects 
to be affected by a change to page navigation, or security. No operational 
change to any particular application should affect the entity layer. (MARTIN, 
2012) 

2.2.2. Use Cases 

Another relevant concept, according to Martin, 2012  relates to use cases: 

 
The software in this layer contains application specific business rules. It 
encapsulates and implements all of the use cases of the system. These use cases 
orchestrate the flow of data to and from the entities, and direct those entities to 
use their enterprise wide business rules to achieve the goals of the use case. 
We do not expect changes in this layer to affect the entities. We also do not 
expect this layer to be affected by changes to externalities such as the database, 
the UI, or any of the common frameworks. This layer is isolated from such 
concerns. 
We do, however, expect that changes to the operation of the application will 
affect the use-cases and therefore the software in this layer. If the details of a 
use-case change, then some code in this layer will certainly be affected. 
(MARTIN, 2012) 

2.2.3. Interface Adapters 

Martin , 2012 discusses adapters and informs: 
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The software in this layer is a set of adapters that convert data from the format 
most convenient for the use cases and entities, to the format most convenient 
for some external agency such as the Database or the Web. It is this layer, for 
example, that will wholly contain the MVC architecture of a GUI. The 
Presenters, Views, and Controllers all belong in here. The models are likely 
just data structures that are passed from the controllers to the use cases, and 
then back from the use cases to the presenters and views. 
Similarly, data is converted, in this layer, from the form most convenient for 
entities and use cases, into the form most convenient for whatever persistence 
framework is being used. i.e. The Database. No code inward of this circle 
should know anything at all about the database. If the database is a SQL 
database, then all the SQL should be restricted to this layer, and in particular 
to the parts of this layer that have to do with the database. 
Also in this layer is any other adapter necessary to convert data from some 
external form, such as an external service, to the internal form used by the use 
cases and entities. (MARTIN, 2012) 

2.2.4. Frameworks and Drivers 

Martin, 2012 explains how frameworks and drivers influence the process: 

 
The outermost layer is generally composed of frameworks and tools such as 
the Database, the Web Framework, etc. Generally you don’t write much code 
in this layer other than glue code that communicates to the next circle inwards. 
This layer is where all the details go. The Web is a detail. The database is a 
detail. We keep these things on the outside where they can do little harm. 
(MARTIN, 2012) 

2.3. Chosen Architecture 

We have developed a system using the “Clean Architecture” principles; even though 
business logic is not strong, it has multiple data sources and one of them is a bit complex 
to work with. We used an alternative schema than proposed by Robert C. Martin. 

 
Figure 2. Clean Architecture schema used as a base to our service 
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2.3.1. Configuration Layer 

The main difference between the original schema proposed by Robert C. Martin and the 
chosen architecture extracted from Battiston, 2016 presentation is the configuration layer. 

It is responsible to tie everything together and set up some services, so, in this layer the 
frameworks configuration can be seen (e.g. Database, Web Framework, Dependency 
Injection Framework). 

3. Results and Discussion 
The system that we have made is called Kamui, it is basically a wrapper above KSQL, 
we used Python to build it which can be found at 
https://github.com/thepabloaguilar/kamui. 

One important thought we have followed while building the system was the “Single 
Responsibility Principle” to make sure our classes will do anything outside their context 
(e.g. database interaction inside the use case). The classes’ name informs what it should 
execute, such as GetStreamInformationFromKafkaUseCase, and using the special 
method, “__call__”, to transform our instances in callable instances we just have this 
unique entrance to our classes. 
To define the circles illustrated in the schema (Figure 2) we have chosen to use Python 
Modules structure, as below each circle is represented by a module: 

 
Figure 3. Kamui project folder structure 

3.1. Code Examples 

3.1.1. Entity 

All the entity are quite simple classes. 
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Figure 4. Entity class example 
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3.1.2. Use case 

We have a notable example below; it shows a use case coordinating the access to different 
interfaces.

 
Figure 5. Use case example 
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3.1.3. Entry point 

The example below represents a REST entry point to our application, it just calls the use 
case because the whole business logic is there. 

 
Figure 6. Entry point example 

3.1.4. Data provider 

3.1.4.1. Model 

This is a simple database model; in this project we are using SQLAlchemy as the Object 
Relational Mapper (ORM). 

 
Figure 7. Model example 

3.1.4.2. Repository 

A repository is responsible to interact with the database using the database models, 
typically it implements an interface from the use case layer. 
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Figure 8. Repository example 

4. Conclusion 
The “Clean Architecture” showed itself a good architecture to work with. In an advanced 
form of the project we decided to switch from an HTML + CSS pages to a Simple Page 
Application (SPA), it was simple and everything in the use case layer stayed unmodified, 
we just had to add more entry points in our REST layer. This shows how this architecture 
is flexible. 
How we have said earlier that our application does not have a strong business logic, but 
it has multiple data providers and some interactions are complex as shown below: 

 
Figure 9. Complex data provider example 
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If you have to communicate with multiple data providers the “Clean Architecture” is 
recommended, as well. Your use case can be simple, it just coordinates the access to the 
different data providers and aggregates the data, while the complexity is on the data 
provider layer. This illustrates that applications with non-strong business rules can be 
beneficiated by this architecture. 
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